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ABSTRACT

Elliptic curve cryptosystems (ECCs) are becoming more popular because of the reduced number of key bits required in comparison to other cryptosystems (for example, a 160 bit ECC has roughly the same security strength as 1024 bit RSA). In addition, ECC satisfies smart cards requirements in terms of memory, processing and cost. In this report, I will present a background on ECC including the basics and some ECC techniques. Then, I will talk about smart cards, their constraints and ECC implementation options.
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1. INTRODUCTION

In 1985 Niel Koblitz and Victor Miller proposed the Elliptic Curve Cryptosystem (ECC) [8]. ECC is basically a method based on the Discrete Logarithm Problem over the points on an elliptic curve. Since that time, ECC has received considerable attention from mathematicians around the world, and no significant weaknesses in the algorithm have been demonstrated. Although there are still some doubts in the reliability of this method, several encryption techniques have been developed recently using these properties.

Whenever the cryptographic problem appears so difficult to crack or break, it means that key sizes can be reduced in size considerably especially when compared to the key size used by other cryptosystems [8]. This made ECC a challenge to the RSA, one of the most popular public-key methods known. ECC is showing to offer equivalent security to RSA but with much smaller key size.

ECC not only permits the reduction of the key size and, but also ECC is able to do operations very fast. In addition, processing power can be reduced in ECC. All those features allow ECC to be a convenient environment for smart cards.

2. SOME CRYPTOGRAPHY CONCEPTS

Cryptographic Goals
Generally, a good cryptography scheme must satisfy a combination of four different goals [2]:

- Authentication: Allowing the recipient of information to determine its origin, that is, to confirm the sender's identity. This can be done through something you know or you have. Typically provided by digital signature.
- Nonrepudiation: Ensuring that a party to a communication cannot deny the authenticity of their signature on a document or the sending of a message that they originated. Typically provided by digital signature.
- Data integrity: A condition in which data has not been altered or destroyed in an unauthorized manner. Typically provided by digital signature.
- Confidentiality: Keeping the data involved in an electronic transaction private. Typically provided by encryption.

Types of Cryptography

There are two main types of cryptography. Those are public-key and symmetric-key. Public-key is a form of cryptography in which two digital keys are generated, one is private, which must not be known to another user, and one is public, which may be made available in public. These keys are used for either encrypting or signing messages. The public-key is used to encrypt a message and the private-key is used to decrypt the message. However, in another scenario, the private-key is used to sign a
message and the public-key is used to verify the signature. The two keys are related by a hard one-way (irreversible) function, so it is computationally infeasible to determine the private key from the public key. Since the security of the private key is critical to the security of the cryptosystem, it is very important to keep the private key secret. This public-key system has the problem of being slow. On the other hand, the system has powerful key management and, even more importantly, public-key cryptography has the ability to implement digital signatures in an efficient way.

However, symmetric-key is a form of cryptography in which two parties that want to communicate can share a common and secret key. Each party must trust the other not to tell the common key to anyone else. This system has the advantage of encrypting large amount of data efficiently. However, the problem rises when it comes to key management over large number of users. [1]

3. ELLIPTIC CURVE THEORY

Elliptic curves are known so because they are described by cubic equations, similar to those used in ellipsis calculations. The general form for elliptic curve equation is [6]:

\[ y^2 + axy + by = x^3 + cx^2 + dx + e \]

Figure 1 shows a graph drawn by a tool¹ available at Certicom (www.certicom.com) of some elliptic curve.

![Figure 1: Elliptic curve for the equation \( y^2 = x^3 - 6x + 10 \)](http://www.certicom.com/content/live/resources/ecc_tutorial/ecc_javaCurve.html)

**Elliptic Curves over Finite Fields**

A finite field is a set of elements that have a finite order (number of elements). The order of Galois Field \((GF)\) is normally a prime number or a power of a prime number. There are many ways of representing the elements of the finite field. Some representations may lead to more efficient implementations of the field arithmetic in hardware or in software. The elliptic curve arithmetic is more or less complex depending on the finite field where the elliptic curve is applied. \(GF(2^k)\) and \(GF(p)\) are considered in this report.

---

¹ [http://www.certicom.com/content/live/resources/ecc_tutorial/ecc_javaCurve.html](http://www.certicom.com/content/live/resources/ecc_tutorial/ecc_javaCurve.html)
because of their popularity in ECC. In fact, there are no security or standardization differences exist between the two types. However, performance and cost differences can arise when a smart card application is to be implemented as will be shown later in this report. [1,10]

**Elliptic Curves over GF(p)**

An elliptic curve over $GF(p)$, where $p$ is a prime, can be defined as the points $(x, y)$ satisfying the elliptic curve equation:

$$y^2 = x^3 + ax + b \pmod{p}$$

Where $4a^3 + 27b^2 \neq 0 \pmod{p}$ and $x, y, a, b \in GF(p)$.

In addition to the points satisfying the curve equation $E$, a point at infinity, $\infty$, is also defined. With a suitable definition of addition and doubling of points, this enables the points of an elliptic curve to form a group with addition and doubling of points being the group operation, and the point at infinity being the identity element.

In order to achieve an efficient implementation of elliptic curves, firstly field arithmetic (modular addition, subtraction, multiplication and inversion) must be available. These operations are then used in the algorithms for addition and doubling of points.

The addition of two different points on the elliptic curve is computed as shown below [9]:

$$\begin{align*}
(x_1, y_1) + (x_2, y_2) &= (x_3, y_3) \quad \text{where } x_1 \neq x_2 \\
\lambda &= (y_2 - y_1)/(x_2 - x_1) \\
x_3 &= \lambda^2 - x_1 - x_2 \\
y_3 &= \lambda(x_1 - x_3) - y_1 
\end{align*}$$

Figure 2 shows how two points can be added graphically on the elliptic curve. Assume that $P$ and $Q$ are two distinct points on the elliptic curve $E$. Since we are intersecting a line with a cubic curve, the straight line joining $P$ and $Q$ must intersect through a third point on the curve; we will call it $-R$. If we reflect the point $-R$ in the x-axis, we will get another point called $R$, where $R = P + Q$.

![Figure 2: Two-point addition (R=P+Q) operation over elliptic curve](image)
The addition of a point to itself (doubling a point) on the elliptic curve is computed as shown below [9]:

\[
(x_1, y_1) + (x_1, y_1) = (x_3, y_3); \text{ where } x_1 \neq 0
\]

\[
\lambda = (3x_1^2 + a) / (2y_1)
\]

\[
x_3 = \lambda^2 - 2x_1
\]

\[
y_3 = \lambda(x_1 - x_3) - y_1
\]

Figure 3 shows how a point can be doubled graphically on the elliptic curve. Assume we want to double a point \( P \) on the elliptic curve. We take the tangent line to the curve and passing by \( P \). The line must intersect the curve through another point; we will call it \(-R\). Again, we reflect the point \(-R\) in the x-axis to the point \( R \) where \( R = 2P \).

![Figure 3: Point doubling (R=2P) operation over elliptic curve](image)

**Elliptic Curves over GF(2^k)**

GF(2^k) is called a characteristic two field or a binary finite field. It can be viewed as a vector space of dimension \( k \) over the field GF(2) that consists of the elements 0 and 1. To clarify, there exist \( k \) elements \( (x_0, x_1, x_2, \ldots, x_{k-1}) \) in GF(2^k) such that each element \( x \in GF(2^k) \) can be uniquely written in the form:

\[
x = a_0 x_0 + a_1 x_1 + \ldots + a_{k-1} x_{k-1}
\]

Where \( a \in GF(2) \).

Such a set \( \{x_0, x_1, x_2, \ldots, x_{k-1}\} \) is called a basis of GF(2^k) over GF(2). Given such a basis, a field element \( x \) can be represented as the bit string \( (a_0, a_1, \ldots, a_{k-1}) \). Performing addition of any field elements can be achieved easily by bit-wise XOR-ing the vector representations of the elements. The multiplication rule depends on the selected basis. GF(2^k) over GF(2) has many different bases. Some bases lead to more efficient implementations of the arithmetic in GF(2^k) than other bases. The most popular two bases used are the polynomial and the normal bases. Since elements in one basis representation can be efficiently converted to elements in the other basis representation by using an appropriate change-of-basis matrix, interoperability between systems using the two different types of field representation can be achieved easily. The elliptic curve equation over GF(2^k) is:

\[
y^2 + xy = x^3 + ax^2 + b
\]

Where \( x, y, a, b \in GF(2^k) \) and \( b \neq 0 \).
The addition of two different points on the elliptic curve is computed as shown below [9]:

\[ (x_1, y_1) + (x_2, y_2) = (x_3, y_3); \text{ where } x_1 \neq x_2 \]

\[ \lambda = (y_2 + y_1)/(x_2 + x_1) \]
\[ x_3 = \lambda^2 + \lambda + x_1 + x_2 + a \]
\[ y_3 = \lambda(x_1 + x_3) + x_3 + y_1 \]

The addition of a point to itself (Doubling a point) on the elliptic curve is computed as shown below [9]:

\[ (x_1, y_1) + (x_1, y_1) = (x_3, y_3); \text{ where } x_1 \neq 0 \]

\[ \lambda = x_1 + (y_1)/(x_1) \]
\[ x_3 = \lambda^2 + \lambda + a \]
\[ y_3 = (x_1)^2 + (\lambda + 1)x_3 \]

4. ELLIPTEC CURVE CRYPTOGRAPHY

The point addition in elliptic curves is the basic operation to make it used in cryptography. Calculating the point \( k(x, y) \) from \( (x, y) \) is feasible to figure. \( k(x, y) \) can be computed by repeated point additions such as [8]:

\[
\underbrace{(x, y) + (x, y) + \ldots + (x, y)}_{k \text{ times}} = k \times (x, y)
\]

Where \( k \in \mathbb{N} \) and \((x, y)\) is a point on the elliptic curve.

However, it is very hard to determine the value of \( k \) knowing the two points: \( k(x, y) \) and \((x, y)\). This leads to the definition of Elliptic Curve Logarithm Problem (ECDLP), which is defined as: Let \( E \) be an elliptic curve defined over a finite field, and let \( P \) be a point (called base point) on \( E \) of order \( n \). Given \( Q \) as another point on \( E \), the Elliptic Curve Discrete Logarithm Problem (ECDLP) is to find the integer \( l, 0 \leq l \leq n - 1 \), such that:

\[ Q = lP. \]

This property leads to several algorithms for cryptography. Some of these techniques will be introduced in the following subsections.

**Elliptic Curve Diffie-Hellman Key Exchange**

Symmetric-key (also known as secret-key) cryptosystems are normally used for encryption/decryption purposes, because it is faster than public-key cryptosystems. Symmetric-key cryptosystems requires a secret key to be agreed upon before the cryptographic process starts. This agreement can be performed by Diffie-Hellman key exchange technique on which elliptic curve idea can be applied. The elliptic curve Diffie-Hellman key exchange method is described by the following example.

Suppose that users A and B want to agree upon a secret key, which will be used for secret key cryptography. Users A and B choose a finite field, \( GF(p) \) for example, and an elliptic curve \( E \) is defined over this field. They also construct a randomly chosen point
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(x, y) lying on the elliptic curve E. We will refer to (x, y) as the base point of the cryptosystem. The finite field, the elliptic curve, and the base point are all to be known publicly.

User A then randomly chooses a large integer \( a \in GF(p) \) and keeps a secret. User A now computes the point \( a(x, y) \) which will lie on E. User B does the same: B randomly chooses a large integer \( b \) and computes \( b(x, y) \). Both A and B make \( a(x, y) \) and \( b(x, y) \) publicly known [8]. In other words, these act as public keys. The secret key that A and B use to encrypt messages sent to each other is \( ab(x, y)^* \), which both A and B can compute. User A knows \( a \) and \( b(x, y) \), and so can find \( ab(x, y) \). Whereas, B knows \( b \) and \( a(x, y) \), and so can find \( ab(x, y) \). The security of this system lies in the fact that a third party C, for example, knows only \( a(x, y) \) and \( b(x, y) \), and unless C can solve the elliptic curve discrete logarithm problem there is no efficient way to break the encryption.

**Elliptic Curve Encryption/Decryption**

There are many ways to apply elliptic curves for encryption/decryption purposes. A simple method will be introduced here to give the flavor of elliptic curve encryption/decryption techniques. Assume working with \( GF(p) \) finite field and an elliptic curve E. The users randomly chose a base point \( (x, y) \), lying on the elliptic curve E. The plaintext (the original message to be encrypted) is coded into an elliptic curve point \( (x_m, y_m) \). Each user selects a private key \( n \) (which can be placed in his smart card) and compute his public key \( P = n(x, y) \). For example, user A’s private key is \( n_A \) and his public key is \( P_A = n_A(x, y) \).

For any one to encrypt and send the message point \( (x_m, y_m) \) to user A, he/she needs to choose a random integer \( k \) and generate the ciphertext \( C_m = \{ k(x, y), (x_m, y_m) + kP_A \} \). The ciphertext pair of points uses A’s public key, where only user A can decrypt the plaintext using his private key [8].

To decrypt the ciphertext \( C_m \), the first point in the pair of \( C_m \), \( k(x, y) \), is multiplied by A’s private key to get the point: \( n_A(k(x, y)) \). Then this point is subtracted from the second point of \( C_m \), the result will be the plaintext point \( (x_m, y_m) \). The complete decryption operations are [8]:

\[
((x_m, y_m) + kP_A) - n_A(k(x, y)) = (x_m, y_m) + k(n_A(x, y)) - n_A(k(x, y)) = (x_m, y_m)
\]

**Elliptic Curve Digital Signature Algorithm (ECDSA)**

Elliptic Curve Digital Signature Algorithm (ECDSA) is elliptic curve analogue of the Digital Signature Algorithm (DSA). The signature has the property that it can be produced by only one single individual (or smart card) who has the private key, but can be verified by anyone who receives the message. The process of ECDSA is composed of three main steps: key generation, signature generation and signature verification. Each step is described as follows [5]:

\[
(x, y) \text{ lying on the elliptic curve } E. \text{ We will refer to } (x, y) \text{ as the base point of the cryptosystem. The finite field, the elliptic curve, and the base point are all to be known publicly.}
\]

User A then randomly chooses a large integer \( a \in GF(p) \) and keeps a secret. User A now computes the point \( a(x, y) \) which will lie on E. User B does the same: B randomly chooses a large integer \( b \) and computes \( b(x, y) \). Both A and B make \( a(x, y) \) and \( b(x, y) \) publicly known [8]. In other words, these act as public keys. The secret key that A and B use to encrypt messages sent to each other is \( ab(x, y)^* \), which both A and B can compute. User A knows \( a \) and \( b(x, y) \), and so can find \( ab(x, y) \). Whereas, B knows \( b \) and \( a(x, y) \), and so can find \( ab(x, y) \). The security of this system lies in the fact that a third party C, for example, knows only \( a(x, y) \) and \( b(x, y) \), and unless C can solve the elliptic curve discrete logarithm problem there is no efficient way to break the encryption.

**Elliptic Curve Encryption/Decryption**

There are many ways to apply elliptic curves for encryption/decryption purposes. A simple method will be introduced here to give the flavor of elliptic curve encryption/decryption techniques. Assume working with \( GF(p) \) finite field and an elliptic curve E. The users randomly chose a base point \( (x, y) \), lying on the elliptic curve E. The plaintext (the original message to be encrypted) is coded into an elliptic curve point \( (x_m, y_m) \). Each user selects a private key \( n \) (which can be placed in his smart card) and compute his public key \( P = n(x, y) \). For example, user A’s private key is \( n_A \) and his public key is \( P_A = n_A(x, y) \).

For any one to encrypt and send the message point \( (x_m, y_m) \) to user A, he/she needs to choose a random integer \( k \) and generate the ciphertext \( C_m = \{ k(x, y), (x_m, y_m) + kP_A \} \). The ciphertext pair of points uses A’s public key, where only user A can decrypt the plaintext using his private key [8].

To decrypt the ciphertext \( C_m \), the first point in the pair of \( C_m \), \( k(x, y) \), is multiplied by A’s private key to get the point: \( n_A(k(x, y)) \). Then this point is subtracted from the second point of \( C_m \), the result will be the plaintext point \( (x_m, y_m) \). The complete decryption operations are [8]:

\[
((x_m, y_m) + kP_A) - n_A(k(x, y)) = (x_m, y_m) + k(n_A(x, y)) - n_A(k(x, y)) = (x_m, y_m)
\]

**Elliptic Curve Digital Signature Algorithm (ECDSA)**

Elliptic Curve Digital Signature Algorithm (ECDSA) is elliptic curve analogue of the Digital Signature Algorithm (DSA). The signature has the property that it can be produced by only one single individual (or smart card) who has the private key, but can be verified by anyone who receives the message. The process of ECDSA is composed of three main steps: key generation, signature generation and signature verification. Each step is described as follows [5]:

\[
(x, y) \text{ lying on the elliptic curve } E. \text{ We will refer to } (x, y) \text{ as the base point of the cryptosystem. The finite field, the elliptic curve, and the base point are all to be known publicly.}
\]
**ECDSA key generation**

Each user of the scheme does the following:

1. Select an elliptic curve $E$ over a finite field, say $GF(p)$. The number of points on $E$ should be divisible by a large prime $n$.
2. Select a point $P = (x, y) \in GF(p)$ of order $n$.
3. Select an unpredictable integer $d$ in the range $[1, n-1]$. $d$ will act as the private key.
4. Compute $Q = dP$.
5. The user’s public key is $(E, P, n, Q)$.

**ECDSA signature generation**

To sign a message, $m$, the user does the following:

1. Select a random integer $k$ in the range $[1, n-1]$.
2. Compute $(x_1, y_1) = kP = k(x, y)$, and set $r = x_1 \mod n$. If $r$ is zero then go back to step 1. In other words, if $r=0$ then the signing equation $[s = k^{-1}(h(m) + dr) \mod n]$ will not involve the private key $d$.
3. Compute $k^{-1} \mod n$.
4. Compute $s = k^{-1}(h(m) + dr) \mod n$, where $h$ is the hash value obtained from a suitable hash algorithm (for example, the Secure Hash Algorithm, SHA-1).
5. If $s=0$ go to step 1. This because if $s$ is zero then $s^{-1} \mod n$ does not exist and $s^{-1} \mod n$ is needed in the signature verification.
6. The signature to be included in the message $m$ is the pair of integers $(r, s)$.

**ECDSA signature verification**

To verify the signature $(r, s)$ on the message $m$, the following should be done:

1. Obtain an authentic copy of the public key $(E, P, n, Q)$.
2. Verify that $r$ and $s$ are integers in the range $[1, n-1]$.
3. Compute $w = s^{-1} \mod n$ and $h(m)$.
4. Compute $u_1 = h(m).w \mod n$ and $u_2 = r.w \mod n$.
5. Compute $u_1P + u_2Q = (x_0, y_0)$ and $v = x_0 \mod n$.
6. Accept the signature if and only if $v = r$.

5. **SMART CARDS AND ECC**

A smart card is a plastic card about the size of a credit card, with an embedded microchip that can be loaded with data, used for telephone calling, electronic cash payments, health care, identification and other applications [9]. One can see that many of those applications are the right place to use encryption and/or digital signature. In addition, for smart cards to be used practically, they need to be inexpensive.

Smart cards have the fact that their stored data can be protected against unauthorized access and tampering. Therefore, smart cards can safely contain sensitive data. Example of sensitive data is the private key which is used to perform signature or decryption. The private key can be protected by the smart card since it never leaves the smart card. Smart card is considered to be ideal cryptographic token.
Smart Card Types

Memory Cards
Though referred to as smart cards, memory cards are typically much less expensive and much less functional than microprocessor cards. They contain EEPROM and ROM memory, as well as some security logic. In the simplest case, security logic exists to prevent writing and erasing of the data. More complex cases allow for memory read access to be restricted by encryption. Typical memory card applications are pre-paid telephone cards and health insurance cards.

Microprocessor Cards
Components of this type of architecture include a CPU, RAM, ROM and EEPROM. Majority of smart cards in the market have between 128 and 1024 bytes of RAM, between 1 and 16 kilobytes of EEPROM, between 6 and 16 kilobytes of ROM and an 8-bit CPU clocked at a 3.57 megahertz. The operating system is typically stored in ROM, the CPU uses RAM as its working memory and most of the data is stored in EEPROM. Usually, RAM requires four times as much space as EEPROM, which in turn requires four times as much space as ROM.

Cryptographic Coprocessor Cards
Although technically these are in the category of microprocessor cards, they are separated here because of differences in cost and functionality. Because some cryptographic algorithms require very large calculations, an 8-bit microprocessor with very little RAM can take on the order of several minutes to perform operation over large private keys. However, if a cryptographic coprocessor (a dedicated hardware component for cryptographic processing) is added to the architecture, the time required for this same operation is reduced to around a few hundred microseconds. However, there is a drawback which is the cost. The addition of a cryptographic coprocessor can increase the cost of today's smart cards by 20% to 30%[1].

Contactless Smart Cards
Though the reliability of smart card contacts has improved to very acceptable levels over the years, contacts are one of the most frequent failure points any electromechanical system due to dirt, wear... etc. The contactless card solves this problem and also provides the issuer an a high degree freedom during use. Cards need no longer be inserted into a reader, which could improve end user acceptance. No chip contacts are visible on the surface of the card. However, despite these benefits, contactless cards have not yet seen wide acceptance. The cost is higher and not enough experience has been gained to make the technology reliable enough. [8]

How ECC Fits Smart Cards
Less Memory and Shorter Transmission Times
ECDLP algorithm leads to a very strong security with relatively small keys. When the key becomes smaller, the memory needed to store keys is smaller and, consequently, the less data needs to transfer between the card and the application. Therefore, the transmission time is shorter.
Scalability
Smart card applications always require stronger security that can be achieved with longer keys. However, ECC can provide the security with relatively fewer extra system resources. This means that with ECC, smart cards can keep their cost and provide a higher level of security at the same time.

No Coprocessor
ECC reduces the processing times very much because of the nature of actual computations (especially in case of $GF(2^k)$ where there are no modular operations). Other systems have a dedicated crypto coprocessor to do the computations. Coprocessor has the problem of increasing both the area and the cost. However, in the case of ECC, the algorithm can be implemented in the available CPU with no additional hardware.

On Card Key Generation
For true nonrepudiation, the private key must be kept secret and inaccessible to anyone. In current public-key systems, cards are personalized (keys are loaded or injected into the cards) in a secure environment to meet this security issue. Because of the complexity of the computation required, generating keys on the card is inefficient and typically impractical. With ECC, the time needed to generate a key is so short and can be done with the limited computing power of a smart card, provided a good random number generator is available. This means that the card personalization process can be more efficient for applications in which nonrepudiation is important.

ECC Implementation Choices for Smart Cards
In general, the use of $GF(2^k)$ offers significant performance advantages over $GF(p)$. The reason is for that is the existence of modular operations in case of $GF(p)$ [4]. This is true for a low-cost 8-bit smart card which has no crypto coprocessor. To achieve closely equivalent performance with $GF(p)$, a crypto coprocessor is required. This additional crypto coprocessor increases the cost of each chip by 20% to 30%, which adds three to five dollars to the cost of the card. With $GF(2^k)$, a smart card is less expensive because a coprocessor is not needed.

In environments in which an arithmetic processor is already available, the performance of $GF(p)$ can be improved so that in some cases it exceeds the performance of $GF(2^k)$. This is true for platforms with crypto coprocessor such as some types of smart cards. If a crypto coprocessor is already available on the smart card or the cost is not a big deal, then $GF(p)$ would offer performance advantages over $GF(2^k)$ implemented without a dedicated hardware component.

Additionally, point compression allows the points on an elliptic curve to be represented with fewer bits of data. In smart card implementations, point compression is essential because it reduces not only the storage space for keys on the card, but also the amount of data that needs to be transmitted to and from the card. It can be accomplished with
negligible computation using $GF(2^k)$, but can affect $GF(p)$ implementations considerably. $GF(2^k)$ hardware implementations offer significant performance and area size advantages over $GF(p)$ hardware implementations. Smart cards requiring a number of different cryptographic services with extremely fast performance would require cryptographic coprocessors. Existing crypto coprocessors, which are optimized for modular arithmetic needed on $GF(p)$, do not substantially increase the performance of $GF(2^k)$ arithmetic. A coprocessor designed specifically to optimize $GF(2^k)$ would take up less space on the smart card and cost, and would provide superior performance to an $GF(p)$ implementation.

6. CONCLUSION

In this paper, I demonstrated the Elliptic Curve Cryptography (ECC). The demonstration included some of the theoretical and practical aspects of ECC. Most of the studies currently made have shown that ECC is the most convenient cryptosystem for the smart cards. Saving time, cost and area are the reasons behind this for smart cards. On the other hand, the fact that the elliptic curve cryptosystem implementation is much more complicated and requires deeper mathematical understanding than the other cryptography implementation (for example RSA), makes it more susceptible to errors. Certainly, ECC systems solved some major problems which exist in others. Clearly time will tell whether such a strong system is here to stay.
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<td>Atlanta, GA</td>
<td>Nov 18, 2019 - Nov 23, 2019</td>
<td>Live Event</td>
</tr>
<tr>
<td>Pen Test HackFest Summit &amp; Training 2019</td>
<td>Bethesda, MD</td>
<td>Nov 18, 2019 - Nov 25, 2019</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS Bangalore 2019</td>
<td>Bangalore, IN</td>
<td>Nov 25, 2019 - Nov 30, 2019</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS Frankfurt December 2019</td>
<td>Frankfurt, DE</td>
<td>Dec 9, 2019 - Dec 14, 2019</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS Austin Winter 2020</td>
<td>Austin, TX</td>
<td>Jan 6, 2020 - Jan 11, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS Miami 2020</td>
<td>Miami, FL</td>
<td>Jan 13, 2020 - Jan 18, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS Amsterdam January 2020</td>
<td>Amsterdam, NL</td>
<td>Jan 20, 2020 - Jan 25, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS Anaheim 2020</td>
<td>Anaheim, CA</td>
<td>Jan 20, 2020 - Jan 25, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>Cyber Threat Intelligence Summit &amp; Training 2020</td>
<td>Arlington, VA</td>
<td>Jan 20, 2020 - Jan 27, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS Las Vegas 2020</td>
<td>Las Vegas, NV</td>
<td>Jan 27, 2020 - Feb 1, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS San Francisco East Bay 2020</td>
<td>Emeryville, CA</td>
<td>Jan 27, 2020 - Feb 1, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS Vienna January 2020</td>
<td>Vienna, AT</td>
<td>Jan 27, 2020 - Feb 1, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS Security East 2020</td>
<td>New Orleans, LA</td>
<td>Feb 1, 2020 - Feb 8, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS Northern VA - Fairfax 2020</td>
<td>Fairfax, VA</td>
<td>Feb 10, 2020 - Feb 15, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS New York City Winter 2020</td>
<td>New York City, NY</td>
<td>Feb 10, 2020 - Feb 15, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>MGT521 Beta One 2019</td>
<td>Online</td>
<td>Nov 12, 2019 - Nov 13, 2019</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS OnDemand</td>
<td>Books &amp; MP3s Only</td>
<td>Anytime</td>
<td>Self Paced</td>
</tr>
</tbody>
</table>